
 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

SOFTWARE ENGINEERING



 Question 1.) Explain the advantages and disadvantages of different 
software development models. 

 Answer 1.) :-  Software development models come with distinct 
advantages and disadvantages. The Waterfall model offers simplicity and 
clear planning but lacks flexibility and customer involvement until the end.  

Agile methodologies like Scrum and Kanban offer adaptability and frequent 
feedback but might not suit highly regulated environments. Iterative and 
Incremental models allow early releases but demand careful planning and 
can suffer from scope creep.  

The V-Model excels in safety-critical systems but may be inflexible and 
document-heavy. The Spiral model offers risk management but can be 
resource-intensive. DevOps enhances collaboration but necessitates 
cultural shifts and initial setup. 

Choosing the right model depends on project specifics. Waterfall is good for 
stable requirements but risky for evolving ones. Agile suits dynamic projects 
but might not meet regulatory needs. Iterative models balance change and 
control but require meticulous planning.  

V-Model ensures rigorous testing but may be rigid. The Spiral model is for 
complex projects with careful risk management. DevOps is ideal for rapid, 
high-quality delivery but requires changes in culture and infrastructure. 
Hybrid approaches often combine aspects of different models to optimize 
results.  

Ultimately, the model should align with the project's size, complexity, and 
goals. A careful evaluation of advantages and disadvantages, coupled with 
project requirements, will guide the selection of the most appropriate 
software development model. 

 Question 2.i) List the various guidelines for data design. 

Answer 2.i):- Effective data design is essential for creating a robust and efficient 
database or 
information system. Here are key guidelines in a concise format: 
1.User Requirements:- Begin by understanding user and stakeholder data needs 
comprehensively. 
2.Normalization:- Apply normalization techniques to minimize data redundancy and 
maintain data integrity. 
3.Data Modeling:-Use ERDs or UML diagrams to visually represent data entities, 
attributes, and relationships. 
4.Consistency:- Enforce consistent naming conventions for tables, columns, and 
relationships. 
5. Data Types:- Select appropriate data types to optimize storage and ensure data 
accuracy. 
6.Data Integrity:-Implement constraints (e.g., keys, foreign keys) to enforce data 
integrity rules. 
7. Indexes:-Create indexes on frequently used columns to improve 
query performance. 
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8. Security:-Implement access controls and encryption to protect sensitive data. 

9. Scalability:-Design for scalability with techniques like partitioning and clustering. 

10.Documentation:-Maintain comprehensive data dictionaries to describe schema, 

relationships, and constraints. 

11.Data Quality:-Ensure data quality with validation rules, data cleansing, and validation 

processes. 

12.Migration:-Plan data migration, including transformation and verification. 

13. Performance:-Monitor and optimize performance by analyzing query execution plans 
and 

indexing strategies. 

14.Backup and Recovery:-Establish a robust data backup and recovery strategy. 

15. Governance:- Define data ownership, stewardship, and governance policies. 

16.Lifecycle Management:-Manage data through its lifecycle with retention and archiving 

policies. 

17. Scalability and Redundancy:-Plan for high availability and fault tolerance. 

18.Versioning:-Implement data version control, especially in collaborative environments. 

19.Testing:-Rigorously test and validate the design for functionality and performance. 

20.Documentation & Training:-Provide user and administrator training along with 

comprehensive documentation. 

Ultimately, the model should align with the project's size, complexity, and goals. A careful 

evaluation of advantages and disadvantages, coupled with project requirements, will guide 

the selection of the most appropriate software development model. 

 Question 2.i) List various function of architectural design . 

 Answer 2.i)  
 
Architectural design in soŌware engineering involves defining the structure, 
components, and relaƟonships of a soŌware system. It serves as a high-level 
blueprint for the system's construcƟon. Various funcƟons of architectural 
design include: 



 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

1. System DecomposiƟon:-Breaking down a complex system into manageable, m odular 
        components or modules, which makes it easier to design, develop, and maintain. 
2.  AbstracƟon:-CreaƟng abstract representaƟons of system components, allowing 

        developers to focus on high-level funcƟonality while hiding implementaƟon details. 
3. Modularity:-PromoƟng the separaƟon of concerns by organizing the system into 

discrete, 
        independent modules that can be developed, tested, and maintained separately. 
4. Component IdenƟficaƟon:-IdenƟfying and defining key system components, such as 

       modules, classes, interfaces, and their responsibiliƟes. 
5. Interface SpecificaƟon:-Defining clear interfaces for modules to facilitate 

communicaƟon 
        and interacƟon between different parts of the system. 
6. Data Management:-Designing data structures and databases to manage and store 

        informaƟon efficiently, considering factors like data integrity and security. 
7. Concurrency and Parallelism:- Addressing how the system will handle mulƟple tasks 

or 
        processes simultaneously, including synchronizaƟon and resource management. 
8. Performance OpƟmizaƟon:-OpƟmizing the architecture to meet performance 

       requirements by considering factors like load balancing and scalability. 
9. Reliability and Fault Tolerance:-Designing the system to operate reliably, with 

        mechanisms to handle errors, failures, and excepƟons gracefully. 
10.  Security:-IncorporaƟng security mechanisms and best pracƟces to protect against 

        threats and vulnerabiliƟes, such as authenƟcaƟon, authorizaƟon, and encrypƟon. 
11.  Scalability:-Ensuring that the system can handle increased workloads by designing for 

        horizontal or verƟcal scaling. 
12. Interoperability:-Considering how the system will interact with external systems or 

        services through well-defined interfaces and protocols. 
13. Maintainability:-Designing with ease of maintenance in mind, making it simpler to 

       update or extend the system in the future. 
14. Cost EsƟmaƟon:-Assessing the cost implicaƟons of the architectural decisions, 

including hardware, soŌware, and development resources. 
15.  Usability and User Experience:-Addressing how the system's architecture supports a 

         posiƟve user experience and usability through user interface design and user              
………interacƟon paƩerns. 
16. Compliance and Standards:-Ensuring that the architecture adheres to industry 

        standards, regulaƟons, and best pracƟces relevant to the domain. 
17. DocumentaƟon:-CreaƟng comprehensive documentaƟon of the architectural design, 

       including diagrams, descripƟons, and raƟonale, to aid in understanding and   
…….maintenance. 
18. Review and ValidaƟon:-ConducƟng architectural reviews and validaƟons to ensure 

that the design aligns with project goals and requirements. 
19. Technology SelecƟon:-Choosing appropriate technologies, frameworks, and tools that 

        align with the architectural decisions and project goals. 
20. Risk Assessment:-IdenƟfying potenƟal architectural risks and miƟgaƟon strategies to 

       address them proacƟvely. 



 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 Question 3.) Briefly explain the different approaches to soft-
ware process assessment and its improvement  . 

 Answer 3.) There are several approaches to software process assessment and 

improvement: 

1. CMMI (Capability Maturity Model IntegraƟon):-CMMI is a comprehensive 
framework that assesses and improves various aspects of an organizaƟon's 
processes. It categorizes maturity levels from iniƟal to opƟmizing, guiding 
organizaƟons in a step-by-step process of process improvement. 

2. ISO/IEC 15504 (SPICE - SoŌware Process Improvement and Capability 
DeterminaƟon):- This internaƟonal standard assesses and enhances soŌware 
processes using a structured approach, defining capability levels and providing 
guidance on evaluaƟon and improvement. 

3. Six Sigma:- Six Sigma is a data-driven approach that aims to minimize process 
defects and variaƟons. It uses staƟsƟcal methods to idenƟfy root causes of 
defects, making processes more efficient and effecƟve. 

4. Agile Assessment and RetrospecƟves:-Agile teams oŌen conduct retrospecƟves to 
assess their processes. These assessments focus on collaboraƟon, product quality, 
and delivery speed, leading to iteraƟve improvements. 

5. Lean SoŌware Development:-Borrowed from manufacturing, Lean principles 
minimize waste and opƟmize workflows. Lean assessments idenƟfy areas where 
processes can be streamlined and resources beƩer uƟlized. 

6. Root Cause Analysis (RCA):-RCA is a problem-solving technique that idenƟfies the 
underlying causes of process issues, allowing organizaƟons to address root causes 
and prevent recurring problems. 

7. Process Metrics and KPIs:-Establishing and monitoring process metrics and KPIs 
provides data-driven insights into process performance, highlighƟng areas for 
improvement. 

8. Benchmarking:-By comparing processes and performance to industry benchmarks 
or compeƟtors, organizaƟons can idenƟfy gaps and opportuniƟes for 
improvement. 

9. ConƟnuous Improvement Frameworks (e.g., PDCA):-The Plan-Do-Check-Act 
(PDCA) cycle offers a systemaƟc approach to ongoing improvement, involving 
planning, implementaƟon, assessment, and adjustment. 

10. Best PracƟces and Knowledge Sharing:-Encouraging knowledge sharing and 
adopƟng industry best pracƟces fosters process improvement through learning 
from experience and from others. 

Each approach offers a structured way to assess and enhance soŌware processes. 
OrganizaƟons choose the most suitable approach based on their specific needs, goals, 
and exisƟng processes. ConƟnuous assessment and improvement are key to achieving 
higher soŌware quality, efficiency, and customer saƟsfacƟon. 

 

 



 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 Question 4.i.)  Briefly explain the characteristics of software 
testing. 

 Answer 4.i.) SoŌware tesƟng is a criƟcal process in the soŌware development 
lifecycle 
that involves evaluaƟng a soŌware system to idenƟfy defects, errors, and discrepancies. 
Several key characterisƟcs define the nature of soŌware tesƟng: 

1. Purposeful:-The primary purpose of soŌware tesƟng is to uncover defects and 
verify that the soŌware meets its intended requirements and objecƟves. 

2. SystemaƟc:-TesƟng is conducted in a structured and organized manner, following 
a predefined plan or strategy. This systemaƟc approach ensures comprehensive 
coverage of various aspects of the soŌware. 

3. ObjecƟve:-TesƟng is objecƟve and imparƟal, focusing on uncovering issues 
without bias. Testers aim to assess the soŌware's behavior based on specified 
criteria and requirements. 

4. Dynamic:-TesƟng involves the execuƟon of the soŌware to observe its behavior 
under various condiƟons. It's an acƟve process that requires interacƟng with the 
soŌware to evaluate its funcƟonality. 

5. IteraƟve:-TesƟng is oŌen performed iteraƟvely throughout the development 
lifecycle, allowing for early defect detecƟon and conƟnuous improvement. 

6. Resource-Intensive:-EffecƟve tesƟng requires resources such as skilled testers, 
tesƟng environments, test data, and tools. AllocaƟng adequate resources is 
crucial for thorough tesƟng. 

7. Diverse Techniques:-Various tesƟng techniques, including funcƟonal, non-
funcƟonal, black-box, white-box, and automated tesƟng, are used to address 
different aspects of soŌware quality. 

8. ValidaƟon and VerificaƟon:-TesƟng serves both as a means of validaƟon (ensuring 
the soŌware meets user requirements) and verificaƟon (confirming that it 
adheres to design specificaƟons). 

9. Risk-Driven:-TesƟng prioriƟzes tesƟng efforts based on the idenƟfied risks, 
focusing on criƟcal areas and funcƟonaliƟes that are more likely to contain 
defects. 

10. DocumentaƟon:-TesƟng involves the creaƟon of comprehensive test plans, test 
cases, and test reports to track progress, findings, and results. 

11. Defect DetecƟon:-The primary goal of tesƟng is to detect and report defects, 
which are then analyzed and recƟfied by development teams. 

12. Quality Assurance:-TesƟng contributes to quality assurance by idenƟfying and 
prevenƟng defects early in the development process, reducing the likelihood of 
costly errors in producƟon. 

13. ConƟnuous Improvement:-TesƟng pracƟces evolve to adapt to changing 
requirements, technologies, and project needs. Lessons learned from previous 
tesƟng efforts are used to refine future tesƟng processes. 

In summary, soŌware tesƟng is a purposeful, systemaƟc, and objecƟve process that plays 
a crucial role in ensuring the quality, reliability, and performance of soŌware systems. It's 
a dynamic and resource-intensive acƟvity that employs diverse techniques to validate 
and verify soŌware, detect defects, and contribute to overall quality assurance. 
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Question 4.ii.)  Write a short note on :- 
                        a. White Box Testing            b. Black Box Testing   

Answer 4.ii.)                            White Box TesƟng: 
White Box TesƟng, also known as clear box tesƟng, glass box tesƟng, or structural tesƟng, 
is a soŌware tesƟng technique that focuses on examining the internal logic and structure 
of a soŌware applicaƟon. In White Box TesƟng, the tester has knowledge of the internal 
code, algorithms, and data structures of the soŌware being tested. Key characterisƟcs of 
White Box TesƟng include: 

1.  Transparency:-Testers have access to the source code, which allows them to 
design test cases based on an understanding of the soŌware's internal workings. 

2. Code Coverage:-White Box TesƟng aims to achieve thorough code coverage by 
ensuring that every line of code, branch, and condiƟon is executed during tesƟng. 

3. Path Analysis:-Testers oŌen use techniques like control flow and data flow 
analysis to assess how different parts of the code interact. 

4. Unit TesƟng:-White Box TesƟng is commonly applied at the unit level, where 
individual funcƟons or methods are tested in isolaƟon. 

5. Error LocalizaƟon: -This approach is useful for pinpoinƟng the exact locaƟon of 
defects within the code, making debugging and resoluƟon more efficient. 

6. IntegraƟon TesƟng:-It is also used during integraƟon tesƟng to ensure that 
different components or modules interact correctly. 

7.Advantages:-White Box TesƟng is effecƟve at uncovering issues related to logic errors, 
code structure, and algorithm correctness. It provides developers with detailed insights 
into the quality of their code.   

White Box TesƟng: 
Black Box TesƟng is a soŌware tesƟng technique where the tester evaluates the 
funcƟonality of a soŌware applicaƟon without knowledge of its internal code, design, or 
implementaƟon details. Testers treat the soŌware as a "black box" where they input 
certain condiƟons and observe the corresponding outputs. Key characterisƟcs of Black 
Box TesƟng include: 

1. Independence:-Testers do not need access to the source code or internal system 
details, making it suitable for tesƟng by individuals who are not developers. 

2. Focus on Requirements:-Test cases are designed based on specified 
requirements, user stories, or funcƟonal specificaƟons. 

3. FuncƟonal TesƟng:-Black Box TesƟng primarily assesses whether the soŌware 
funcƟons correctly and meets its intended purpose. 

4. Test Scenario Design:-Testers create test scenarios based on various inputs, 
boundary condiƟons, and user interacƟons to validate different aspects of the 
soŌware. 

5. User-Centric:-Black Box TesƟng aligns with the end-user's perspecƟve, ensuring 
that the soŌware behaves as expected from the user's point of view. 

6. Regression TesƟng:-It is valuable for regression tesƟng to ensure that new 
changes or updates do not break exisƟng funcƟonality. 

7. Advantages:-Black Box TesƟng is suitable for validaƟng funcƟonal requirements, 
uncovering usability issues, and assessing the soŌware's compliance with user 
expectaƟons. 



 

Question 5.)  Define Software maintenance and explicate its various 
tasks. 

Answer 4.ii.) SoŌware maintenance refers to the process of managing and enhancing a 
soŌware applicaƟon or system aŌer its iniƟal development and deployment. The primary 
goal of soŌware maintenance is to ensure that the soŌware remains in good working 
condiƟon, meets evolving user needs, and conƟnues to deliver value throughout its 
lifecycle. SoŌware maintenance encompasses several key tasks: 
1.CorrecƟve Maintenance:- 

 Task: IdenƟfying and fixing defects, errors, or issues in the soŌware. 
 Purpose: To eliminate bugs and restore the soŌware's proper funcƟonality. 

2.AdapƟve Maintenance:- 
 Task: Modifying the soŌware to accommodate changes in the environment, such 

              as operaƟng system upgrades or hardware changes. 
 Purpose: To ensure the soŌware remains compaƟble with evolving technology 

               plaƞorms. 
3.PerfecƟve Maintenance:- 

 Task: Enhancing the soŌware's funcƟonality, performance, and user experience 
               based on user feedback and evolving requirements. 

 Purpose: To improve the soŌware's overall quality and usability. 
4.PrevenƟve Maintenance:- 

 Task: ProacƟvely idenƟfying and addressing issues or vulnerabiliƟes that may not 
               have caused problems yet but have the potenƟal to do so. 

 Purpose: To reduce the risk of future problems and ensure soŌware reliability. 
5.Patch Management:- 

 Task: Applying patches, updates, and security fixes to address known 
               vulnerabiliƟes and security threats. 

 Purpose: To keep the soŌware secure and up-to-date. 
6.DocumentaƟon Maintenance: 

 Task: UpdaƟng user manuals, technical documentaƟon, and knowledge bases to 
               reflect changes in the soŌware. 

 Purpose: To provide accurate and current informaƟon to users and support 
teams. 

7. Regression TesƟng: 
 Task: Re-running test cases to verify that new changes or fixes have not 

               introduced new defects or negaƟvely impacted exisƟng funcƟonality. 
 Purpose: To maintain soŌware quality and ensure that changes do not break 

             exisƟng features. 
8. Performance Monitoring and Tuning:- 

 Task: ConƟnuously monitoring the soŌware's performance and opƟmizing it to 
              meet expected levels. 

 Purpose: To ensure that the soŌware performs efficiently under varying 
condiƟons 

             and workloads. 



 

 9.User Support and Helpdesk:- 
 Task: Providing user support, addressing user queries, and assisƟng with soŌware 

related issues. 
 Purpose: To ensure users can effecƟvely use the soŌware and receive assistance 

            when needed. 
10.Change Request Management:- 

 Task: EvaluaƟng and prioriƟzing change requests, including new features, 
             enhancements, or modificaƟons, based on business and user needs. 

 Purpose: To align the soŌware with evolving requirements and maintain its 
            relevance. 
11.Backup and Recovery Planning:- 

 Task: ImplemenƟng and regularly tesƟng backup and recovery procedures to 
             protect against data loss and system failures. 

 Purpose: To ensure data integrity and minimize downƟme in case of failures. 
12.Version and ConfiguraƟon Management:- 

 Task: Managing different versions and configuraƟons of the soŌware to ensure 
              consistency and traceability. 

 Purpose: To control soŌware variaƟons and track changes systemaƟcally. 
  

EffecƟve soŌware maintenance is crucial for the long-term success of soŌware 
applicaƟons and systems. It extends the soŌware's lifecycle, maximizes its value, and 
ensures it remains a valuable asset for users and organizaƟons. 

Question 6.i.) Briefly explain the Process of Agile Software 
Development. 
 Answer 6.i) Agile soŌware development is an iteraƟve and incremental approach to 
building soŌware that prioriƟzes flexibility, collaboraƟon, and customer feedback. The 
process of Agile development involves several key phases: 
1. Project IniƟaƟon:- 

 Vision and Scope DefiniƟon:- In this iniƟal phase, the project's vision and scope 
are outlined. High-level goals and objecƟves are defined, oŌen in collaboraƟon 
with stakeholders. 

 FormaƟon of Agile Team: A cross-funcƟonal Agile team is assembled, including 
              developers, testers, product owners, and Scrum Masters or Agile coaches. This 
             team will work collaboraƟvely throughout the project. 
2. Requirement Gathering and PrioriƟzaƟon:- 

 User Stories:-Agile development typically captures requirements as user stories. 
            These are short, user-focused descripƟons of desired funcƟonality. 

 Product Backlog:-User stories are prioriƟzed and added to the product backlog, 
             which is a dynamic list of features and tasks that can evolve throughout the   
………….project based on changing requirements and prioriƟes. 
3. IteraƟon Planning:- 

 Sprint Planning:-The Agile team selects a subset of user stories from the product 
             backlog to work on during the upcoming sprint. A sprint is a Ɵme-boxed 
             development cycle, typically lasƟng 2-4 weeks. 



  4. Sprint ExecuƟon:- 
 Daily Standup MeeƟngs:-The Agile team holds daily standup meeƟngs to discuss 

              progress, challenges, and plans for the day. These meeƟngs foster     
…………..communicaƟon and collaboraƟon among team members. 

 Development and TesƟng:-Developers work on building the features outlined in 
              the user stories, while testers verify the funcƟonality and idenƟfy defects. 

 ConƟnuous IntegraƟon:-Code changes are frequently integrated into the main 
              codebase to ensure ongoing integraƟon and prevent integraƟon issues that can 
              arise when changes are merged late in the development cycle. 
5.Sprint Review: 

 Demo:-At the end of each sprint, the Agile team conducts a sprint review 
meeƟng. 

 During this meeƟng, they demonstrate the completed work to stakeholders, 
 including the product owner. 
 Feedback and Adjustments:-Stakeholders provide feedback on the delivered 

              features. Based on this feedback, adjustments may be made to the product 
              backlog, including reprioriƟzing or adding new user stories. 
6. Sprint RetrospecƟve:- 

 ReflecƟon:-Following the sprint review, the Agile team holds a sprint 
retrospecƟve meeƟng. This is a Ɵme for reflecƟon, where the team discusses 
what went well and what could be improved in terms of processes and 
collaboraƟon. 

 AcƟon Items:- AcƟon items for process improvement are idenƟfied and recorded. 
            These improvements are implemented in subsequent sprints, promoƟng 
            conƟnuous improvement. 
7. Repeat and Refine:- 

 The Agile process is highly iteraƟve, and mulƟple sprints are conducted to 
              incrementally build and improve the product. 

 The product backlog is conƟnuously refined based on changing prioriƟes, 
              customer feedback, and emerging requirements. 
8. Release Planning and Deployment:- 

 As a sufficient number of user stories are completed and tested, a release plan is 
             created. This plan determines when and how the soŌware will be deployed to 
              users or customers. 
9. Customer Feedback and AdaptaƟon:- 

 Agile development encourages the collecƟon of customer feedback throughout 
             the project. This feedback is used to guide future development efforts, ensuring 
             that the soŌware aligns with user needs and expectaƟons. 10. Scaling Agile:- 
           - For larger projects or organizaƟons, Agile pracƟces can be scaled using 
            frameworks like SAFe (Scaled Agile Framework), LeSS (Large Scale Scrum), 
            or SpoƟfy model. These frameworks provide structures for managing Agile 
            at scale. 
In summary, Agile soŌware development is characterized by its iteraƟve, collaboraƟve, 
and customer-centric approach. It promotes short development cycles, frequent 
deliveries, and conƟnuous improvement, allowing soŌware development teams to adapt 
to changing requirements and deliver value incrementally throughout the project's 
lifecycle. 



 

Question 6.ii.) Differentiate traditional Software Engineering and 
Modern Engineering. 

 Answer 6.ii) TradiƟonal SoŌware Engineering and Modern SoŌware Engineering 
represent two disƟnct approaches to soŌware development. Here's a differenƟaƟon 
between the two: 
Traditional Software Engineering: 

1. Waterfall Model:-TradiƟonal soŌware engineering oŌen follows a linear and 
sequenƟal approach, like the Waterfall model. Requirements are gathered and 
frozen at the beginning, and each phase (e.g., design, coding, tesƟng) is 
completed sequenƟally. 

2. Big-Bang Release:-The focus is on delivering a fully developed and tested product 
aŌer a lengthy development cycle, oŌen taking months or years. Releases occur 
infrequently. 

3. Requirements DocumentaƟon:-Detailed documentaƟon is created upfront, 
including extensive requirements specificaƟons, design documents, and project 
plans. 

4. Rigidity:-TradiƟonal approaches can be rigid, making it challenging to 
accommodate changes in requirements or respond quickly to evolving user 
needs. 

5. Quality Assurance at the End:-TesƟng is typically concentrated at the end of the 
            development cycle, which can lead to the late discovery of defects and higher               
.           costs for fixing them. 

6. Limited Customer Involvement:-Customer feedback is collected primarily at the 
beginning and end of the project, with limited opportuniƟes for ongoing 
collaboraƟon. 

Modern Software Engineering:- 
1. Agile and IteraƟve:- Modern soŌware engineering embraces Agile methodologies 

(e.g., Scrum, Kanban) that emphasize flexibility, iteraƟve development, and 
incremental delivery. Requirements can evolve over Ɵme. 

2. Frequent Releases:-SoŌware is developed and released in smaller, incremental 
              increments, oŌen in iteraƟons or sprints lasƟng a few weeks. This allows for               
.             quicker delivery 
              of value to users. 

3. User-Centric:-Modern approaches prioriƟze user feedback and collaboraƟon. 
Regular interacƟons with users and stakeholders are encouraged to ensure the 
soŌware aligns with their needs. 

4. DocumentaƟon Balance:-While documentaƟon is sƟll important, modern 
approaches prioriƟze working soŌware over comprehensive documentaƟon. 
DocumentaƟon is oŌen lighter and created as needed. 

5. Adaptability:-Modern soŌware engineering is highly adaptable, allowing teams to 
             respond rapidly to changing requirements or market condiƟons. 

6. ConƟnuous TesƟng:-TesƟng is integrated throughout the development process, 
with an emphasis on automated tesƟng and frequent validaƟon of funcƟonality. 
This leads to early defect detecƟon and lower costs of fixing issues. 



 

 

 

 

 

 

 

 

 

 

 

  
  
7. Cross-FuncƟonal Teams:-Modern approaches promote cross-funcƟonal teams with 
    members from various disciplines (developers, testers, designers), fostering   .  
….collaboraƟon 
    and shared ownership. 
8.  Lean and Customer Value:-Lean principles are oŌen applied to eliminate waste and 

     deliver value efficiently. Delivering value to the customer is a core focus. 

9.  Incremental Improvement:-ConƟnuous improvement is encouraged through regular 
     retrospecƟves, where teams reflect on their processes and make adjustments. 
10.Scaling Frameworks:-Modern engineering can scale to larger projects or organizaƟons 
      using frameworks like SAFe (Scaled Agile Framework) or LeSS (Large Scale Scrum),    .  
……allowing Agile principles to be applied at scale. 
 
In summary, tradiƟonal soŌware engineering follows a more rigid and sequenƟal 
approach, while modern soŌware engineering embraces flexibility, user collaboraƟon, 
frequent releases, and adaptability. Modern approaches are parƟcularly well-suited to 
the dynamic and rapidly changing soŌware development landscape, enabling teams to 
deliver value more efficiently and effecƟvely. 


